**Result**

Before analyzing the results generated by the machine

learning models, it is important to mention that the current

computerized triage process based on an automated algorithm

only has a precision of 17% when classifying patients’ priority

levels (comparison based on automated algorithm result vs

medical criteria registered by the health professionals after computerized triage process).

As mentioned in previous section, three mechine learning

models were applied using the filtered data to improve the

current patients’ priority level classification system.In the logistic regression model, we obtained a prediction

accuracy of approximately 63%.For the Naive Bayes model, the data set had to be grouped

into output variable (medical criterion) and each variable was

totalized by the defined group. Then, the MAP or maximum

were calculated after generating the mean and variance. The

model determined a success prediction rate of 70.59%.

**Chapter 5**

**coding and implentation**

**Flask** is a micro [web](https://en.wikipedia.org/wiki/Web_framework) framework written in [Python](https://en.wikipedia.org/wiki/Python_(programming_language)). It is classified as a microframework because it does not require particular tools or libraries.It has no database abstraction layer, form validation, or any other components where pre-existing third-party libraries provide common functions. However, Flask supports extensions that can add application features as if they were implemented in Flask itself. Extensions exist for object-relational mappers, form validation, upload handling, various open authentication technologies and several common framework related tools. Extensions are updated far more regularly than the core Flask program.we have used RESTful request dispatching for accessing classification model. We have stored model using pickles and flask supports to use model as an api.

**Scikit-learn** is a [free software](https://en.wikipedia.org/wiki/Free_software) [machine learning](https://en.wikipedia.org/wiki/Machine_learning) [library](https://en.wikipedia.org/wiki/Library_(computing)) for the [Python](https://en.wikipedia.org/wiki/Python_(programming_language)) programming language. It features various [classification](https://en.wikipedia.org/wiki/Statistical_classification), [regression](https://en.wikipedia.org/wiki/Regression_analysis) and [clustering](https://en.wikipedia.org/wiki/Cluster_analysis) algorithms including [support vector machines](https://en.wikipedia.org/wiki/Support_vector_machine),[random forests](https://en.wikipedia.org/wiki/Random_forests), [gradient boosting](https://en.wikipedia.org/wiki/Gradient_boosting), [*k*-means](https://en.wikipedia.org/wiki/K-means_clustering) and [DBSCAN](https://en.wikipedia.org/wiki/DBSCAN), and is designed to interoperate with the Python numerical and scientific libraries [NumPy](https://en.wikipedia.org/wiki/NumPy) and [SciPy](https://en.wikipedia.org/wiki/SciPy). We are using Naive Bayes Algorithm it is a statistical classification technique based on Bayes Theorem. It is one of the simplest supervised learning algorithms. Naive Bayes classifier is the fast, accurate and reliable algorithm. Naive Bayes classifiers have high accuracy and speed on large datasets.Naive Bayes classifier assumes that the effect of a particular feature in a class is independent of other features.

**Algorithm**

**Naive bayes algorithm**

## **Classification Work flow**

Whenever we perform classification, the first step is to understand the problem and identify potential features and label. Features are those characteristics or attributes which affect the results of the label. For example, in our system in case of assigning triage level, we have to specify patient-data Age**,** Gender**,** Pulse**,** B/P**,** Temperature**,**Alert**,** Voice Responsive**,** Pain Responsive**,**Unconscious**,** Airway Breathing**,** Oxysat **and** Triage\_level. These characteristics are known as features which help the model classify Triage levels.
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This assumption simplifies computation, and that's why it is considered as naive. This assumption is called class conditional independence.
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* P(h): the probability of hypothesis h being true (regardless of the data). This is known as the prior probability of h.
* P(D): the probability of the data (regardless of the hypothesis). This is known as the prior probability.
* P(h|D): the probability of hypothesis h given the data D. This is known as posterior probability.
* P(D|h): the probability of data d given that the hypothesis h was true. This is known as posterior probability.

**Naive Bayes classifier working:**

* Step 1: Calculate the prior probability for given class labels
* Step 2: Find Likelihood probability with each attribute for each class
* Step 3: Put these value in Bayes Formula and calculate posterior probability.
* Step 4: See which class has a higher probability, given the input belongs to the higher probability class.

**Building** **Naive Bayes classifier Model:**

Step 1: Load dataset from csv file and convert it into dataframe using pandas.

* Step 2: we need to convert these string labels into numbers .This is known as label encoding. Scikit-learn provides LabelEncoder library for encoding labels with a value between 0 and one less than the number of discrete classes.
* Step 3: Clean and standardise the data.
* Step 4: split data into training and testing data.

Step 5: Create naive bayes classifier and Fit the dataset on classifier

to Perform prediction.

* Step 6: store model for predicting triage using pickles.

![](data:image/png;base64,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)

**Server using flask and hospital searching**

* Step 1: Input will be received from client side in JSON format.
* Step 2: Load stored model using pickles at server side.
* Step 3: Return calculated triage to client side in JSON format.
* Step 4: Foursquare places api is used for finding nearby hospitals according to our provided parameters and endpoints.
* Step 5: List of nearby hospitals and triage levels will be displayed at client side.

**TOOLS**

**PyCharm**

is an integrated development environment (IDE) used in [computer programming](https://en.wikipedia.org/wiki/Computer_programming), specifically for the [Python](https://en.wikipedia.org/wiki/Python_(programming_language))language. It is developed by the Czech company [JetBrains](https://en.wikipedia.org/wiki/JetBrains).It provides code analysis, a graphical debugger, an integrated unit tester, integration with version cotrol system (VCSes), and supports web development with Django as well as Data science with [Anaconda](https://en.wikipedia.org/wiki/Anaconda_(Python_distribution)).PyCharm is [cross-platform](https://en.wikipedia.org/wiki/Cross-platform), with Windows ,[ma](https://en.wikipedia.org/wiki/MacOS)cOS and [Linu](https://en.wikipedia.org/wiki/Linux)x ersions. The Community Edition is released under the [Apache License](https://en.wikipedia.org/wiki/Apache_License),and there is also Professional Edition with extra features – released under a [proprietary license](https://en.wikipedia.org/wiki/Proprietary_software).

It provides coding assistance and [analysis](https://en.wikipedia.org/wiki/Code_analysis), with [code completion](https://en.wikipedia.org/wiki/Autocomplete), syntax and error highlighting, [linter integration](https://en.wikipedia.org/wiki/Lint_(software)), and quick fixes. It has Project and code navigation which provides specialized project views, file structure views and quick jumping between files, classes, methods and usages.It supports python [refactorin](https://en.wikipedia.org/wiki/Refactoring)g including rename, extract method, introduce variable, introduce constant, pull up, push down and others.It has integrated [unit testing](https://en.wikipedia.org/wiki/Unit_testing), with line-by-line [code coverag](https://en.wikipedia.org/wiki/Code_coverage)e and [Google App Engin](https://en.wikipedia.org/wiki/Google_App_Engine)e Python development.PyCharm has a Version control integration: unified user interface for [Mercurial](https://en.wikipedia.org/wiki/Mercurial), [Git](https://en.wikipedia.org/wiki/Git_(software)), [Subversion](https://en.wikipedia.org/wiki/Apache_Subversion), [Perforce](https://en.wikipedia.org/wiki/Perforce)e and [CV](https://en.wikipedia.org/wiki/Concurrent_Versions_System)S with change lists and merge

**Postman**

API endpoint testing is one of the most important things we do as web developers. If the routes to reach our data are incorrect, the required parameters are not included, the authorization is missing, or a host of other things arent correctly hooked up, your app doesnt work. If your app doesnt work, your customers cant use it. If your customers cant use it, its going to be a really bad day for you, your team, your boss, and so on and so forth.

Postman is an API(application programming interface) development tool which helps to build, test and modify APIs. Almost any functionality that could be needed by any developer is encapsulated in this tool. It is used by over 5 million developers every month to make their API development easy and simple. It has the ability to make various types of HTTP requests(GET, POST, PUT, PATCH), saving environments for later use, converting the API to code for various languages(like JavaScript, Python).We have used postman to test our model.We are sending input in JSON format through pstman to test whether it is working properly and we are getting output back correctly.

**Technologies**

**Flask** is a micro [web](https://en.wikipedia.org/wiki/Web_framework) framework written in [Python](https://en.wikipedia.org/wiki/Python_(programming_language)). It is classified as a microframework because it does not require particular tools or libraries.It has no database abstraction layer, form validation, or any other components where pre-existing third-party libraries provide common functions.

Flask supports extensions that can add application features as if they were implemented in Flask itself. Extensions exist for object-relational mappers, form validation, upload handling, various open authentication technologies and several common framework related tools. Extensions are updated far more regularly than the core Flask program.we have used RESTful request dispatching for accessing classification model. We have stored model using pickles and flask supports to use model as an api.

**Scikit-learn** is a [free software](https://en.wikipedia.org/wiki/Free_software) [machine learning](https://en.wikipedia.org/wiki/Machine_learning) [library](https://en.wikipedia.org/wiki/Library_(computing)) for the [Python](https://en.wikipedia.org/wiki/Python_(programming_language)) programming language. It features various [classification](https://en.wikipedia.org/wiki/Statistical_classification), [regression](https://en.wikipedia.org/wiki/Regression_analysis) and [clustering](https://en.wikipedia.org/wiki/Cluster_analysis) algorithms including [support vector machines](https://en.wikipedia.org/wiki/Support_vector_machine),[random forests](https://en.wikipedia.org/wiki/Random_forests), [gradient boosting](https://en.wikipedia.org/wiki/Gradient_boosting), [*k*-means](https://en.wikipedia.org/wiki/K-means_clustering) and [DBSCAN](https://en.wikipedia.org/wiki/DBSCAN), and is designed to interoperate with the Python numerical and scientific libraries [NumPy](https://en.wikipedia.org/wiki/NumPy) and [SciPy](https://en.wikipedia.org/wiki/SciPy).

We are using Naive Bayes Algorithm it is a statistical classification technique based on Bayes Theorem. It is one of the simplest supervised learning algorithms. Naive Bayes classifier is the fast, accurate and reliable algorithm. Naive Bayes classifiers have high accuracy and speed on large datasets.Naive Bayes classifier assumes that the effect of a particular feature in a class is independent of other features.

**Dependancies**

**PIP**

**pip** is a package-management system used to install and manage software packages written in **Python**. Many packages can be found in the default source for packages and their dependencies —**Python** Package Index (PyPI). **Pip** is a recursive acronym for "**Pip** Installs Packages".Most importantly **pip** has a feature to manage full lists of packages and corresponding version numbers, possible through a "requirements" file.This permits the efficient re-creation of an entire group of packages in a separate environment (e.g. another computer) or [virtual environment](https://en.wikipedia.org/wiki/Virtualization).